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Problem Statement:

-------------------------

Bheemla is working with Binary Trees. The elements of the tree is given in the level order format.

Bheemla likes to print the nodes of the tree line by line.

You will be given the root of the binary tree.Your task is to help Bheemla to print the nodes according to his wish. Look at the hint for understanding.

Your task is to implement the class Solution:

- public List<List<Integer>> printTheLines(BinaryTreeNode root):

return the list of node values.

NOTE: Please do consider the node with data '-1' as null node in the given trees.

Example-1:
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![C:\Users\Nellore\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\53DA31A7.tmp](data:image/png;base64,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)

Input Format:

------------------

Space separated integers, elements of the tree.

Output Format:

--------------------

Print the list of list of integers

Sample Input-1:

--------------------

1 2 3 4 5 6 7

Sample Output-1:

----------------

[[4],[2],[1,5,6],[3],[7]]

Sample Input-2:

---------------

3 2 -1 1 -1 -1 -1 4 5

Sample Output-2:

----------------

[[4],[1],[2,5],[3]]

Test Cases:

---------------

case =1

input =1 2 3 4 5 6 7

output =[[4],[2],[1,5,6],[3],[7]]

case =2

input =3 2 -1 1 -1 -1 -1 4 5

output =[[4],[1],[2,5],[3]]

case =3

input =1 2 3 4 5 -1 7 8 9 10 11 -1 -1 -1 -1 16 17 18 19 20 21 -1 -1 -1 -1 -1 -1 -1 -1 -1 -1 32 33 -1 35 36

output =[[32],[16],[8,33,36],[4,17,18,20],[2,9,10,35],[1,5,19,21],[3,11],[7]]

case =4

input =7 4 3 5 6 2 3 8 4 5 6 7 5 5 6

output =[[8],[5],[4,4,5,7],[7,6,2],[3,6,5,5],[3],[6]]

case =5

input =7 4 3 5 6 2 -1 8 4 5 6 7

output =[[8],[5],[4,4,5,7],[7,6,2],[3,6]]

case =6

input =1 2 3 4 5 6 7 8 9 -1 -1 -1 -1 10 11

output =[[8],[4],[2,9],[1,5,6],[3,10],[7],[11]]

case =7

input =1 2 3 4 5 6 -1 12 14 13 -1 -1 15

output =[[12],[4],[2,14,13],[1,5,6],[3,15]]

case =8

input =1 2 3 4 5 6 7 15 14 13 12 10 11 9 7

output =[[15],[4],[2,14,13,10],[1,5,6],[3,12,11,9],[7],[7]]

\*/

Solution:

------------

import java.util.\*;

import java.util.\*;

class BinaryTreeNode{

public int data;

public BinaryTreeNode left, right;

public BinaryTreeNode(int data){

this.data = data;

left = null;

right = null;

}

}

public class RightSideTree {

static BinaryTreeNode root;

static BinaryTreeNode temp = root;

void insert(BinaryTreeNode temp, int key)

{

if (temp == null) {

root = new BinaryTreeNode(key);

return;

}

Queue<BinaryTreeNode> q = new LinkedList<BinaryTreeNode>();

q.add(temp);

// Do level order traversal until we find

// an empty place.

while (!q.isEmpty()) {

temp = q.peek();

q.remove();

if (temp.left == null) {

temp.left = new BinaryTreeNode(key);

break;

}

else

q.add(temp.left);

if (temp.right == null) {

temp.right = new BinaryTreeNode(key);

break;

}

else

q.add(temp.right);

}

}

public static void main(String args[])

{

Scanner sc=new Scanner(System.in);

String str[]=sc.nextLine().split(" ");

RightSideTree bt=new RightSideTree();

root=new BinaryTreeNode(Integer.parseInt(str[0]));

for(int i=1; i<str.length; i++)

bt.insert(root,Integer.parseInt(str[i]));

Solution sol= new Solution();

System.out.println(sol.printTheLines(root));

}

}

class Solution {

public List<List<Integer>> printTheLines(BinaryTreeNode root) {

Map<Integer,List<Integer>> mp = new TreeMap<>();

helper(root, mp,0);

List<List<Integer>> ans = new ArrayList<>();

for(int x: mp.keySet()){

// Collections.sort(mp.get(x));

ans.add(mp.get(x));

}

return ans;

}

static void helper(BinaryTreeNode current, Map<Integer,List<Integer>> mp, int pos){

LinkedList<BinaryTreeNode> x = new LinkedList<>();

LinkedList<Integer> y = new LinkedList<>();

x.addLast(current);

y.addLast(0);

while(!x.isEmpty()){

BinaryTreeNode c = x.getFirst();

int p = y.getFirst();

x.removeFirst();

y.removeFirst();

if(c==null || c.data==-1)continue;

if(!mp.containsKey(p)){

mp.put(p, new LinkedList<>());

}

mp.get(p).add(c.data);

x.addLast(c.left);

y.addLast(p-1);

x.addLast(c.right);

y.addLast(p+1);

}

}

}